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Preface



V H D L / P L D   D E S I G N   M E T H O D O L O G Y


This book is about designing and implementing digital systems. The hardware
description language VHDL is used to both describe and verify a system’s design.
Programmable logic devices (PLDs) are used for hardware implementation. To
proceed from a system’s description in VHDL to its realization in a PLD requires the
use of a number of computer-aided engineering (CAE) software tools. These tools
automate much of the traditional design and debugging of a digital system. The
methodology that uses these techniques and tools is referred to in this book as the
VHDL/PLD design methodology.


VHDL VHDL is an industry standard hardware description language that is widely used for
specifying, modeling, designing, and simulating digital systems. You can use VHDL
to describe a system structurally or behaviorally at any of several different levels of
abstraction. VHDL’s features allow you to quickly design large and complex systems.
VHDL was originally developed as a language for describing digital systems for
the purpose of documentation and simulation. A system’s description could be
functionally simulated to verify its correctness. An advantage of using VHDL is that
a testbench, a description of input sequences and expected responses needed to drive
the simulation of a system, can also be written in VHDL. Thus, it is not necessary to
learn a different language for verifying a design.


As VHDL became widely accepted, synthesizer tools were developed that could
synthesize digital logic directly from a VHDL design description. This resulted in
significant automation of the design process and a corresponding substantial
reduction in design time.



(27)PLDs A PLD is a digital integrated circuit (IC) that is programmed by the user to define its
functionality. Programming a PLD defines how on-chip programmable interconnects
connect the chip’s logic elements. Modifications of a PLD’s functionality can be
made by erasing and reprogramming these interconnections.


A large variety of PLD architectures are available from different IC vendors.
These architectures include simple PLDs (SPLDs), complex PLDs (CPLDs), and
Field Programmable Gate Arrays (FPGAs). The logic capacities of PLDs allow fast
and economic implementation of systems requiring from 100 gates to more than 8
million gates.


CAE Tools The practical application of the design methodology described in this book is
predicated on the existence of powerful and relatively inexpensive CAE tools. The
types of tools used in the design flow for this methodology include a compiler,
simulator, synthesizer, and place and route (fitter).


The development of synthesis tools was followed by the development of 
place-and-route tools that could fit synthesized logic to the logic elements available in a
particular PLD’s architecture. A place-and-route tool automatically produces a
timing model that can be simulated to determine if a particular design will meet a
system’s timing requirements. A place-and-route tool also produces a configuration
file containing the information used to program the target PLD.


VHDL/PLD Design 
Methodology 
Advantages


There are many advantages to the VHDL/PLD design methodology over traditional
digital design techniques. These advantages include:


• The designer can experiment with a design without having to build it.
• Synthesis of a design into hardware is automatic.


• The same language is used to describe and to verify a system.


• VHDL is a nonproprietary standard, so designs are portable to other vendors’ 
software tools and/or PLDs.


Systems being designed in industry are becoming more complex, and less time is
available to bring a design to market. Use of the VHDL/PLD design methodology allows
a digital system to be designed, verified, and implemented in the least possible time.



F O C U S   O F   T H I S   B O O K


This book focuses on writing VHDL design descriptions that are synthesizable into
logic implemented in the form of a PLD. It also focuses on writing VHDL testbenches
to verify a design’s functionality and timing before it is mapped to a target PLD.


Fundamental VHDL concepts and the relation of VHDL constructs to synthesized
hardware are stressed. It is not the intention of this book to show the use of every
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possible VHDL construct in every possible way. Constructs that are not useful for
writing synthesizable design descriptions or testbenches are not covered.


This book also focuses on the design flow or steps in the VHDL/PLD design
methodology and the tools used in each step. The basic architectures and
distinguishing features of the various classes of PLDs are covered. Essentially the
same process used to synthesize and test PLDs is used to synthesize and test
application-specific integrated circuits (ASICs). Differences occur primarily at the
end of the design flow. So the material presented here is also a useful starting point
for VHDL-based ASIC design.


The design methodology and examples presented in this book are independent of
any particular set of VHDL software tools or target PLD devices. Design examples
in the early chapters are intentionally kept simple to illustrate one or more specific
concepts. Some later designs reuse earlier designs as components to produce more
complex systems.



O B J E C T I V E S


The objectives of this book are to help the reader:


• Understand the VHDL design process from design description through 
functional simulation, synthesis, place and route, timing simulation, and PLD 
programming.


• Understand the structure and operation of VHDL programs.


• Comprehend the association between physical logic structures in digital 
systems and their representation in the VHDL language.


• Understand the basic architecture and operation of PLDs.


• Gain experience in designing and verifying digital systems using synthesis and 
simulation.


• Write VHDL code that is efficiently synthesized and realized as a PLD.
• Write VHDL testbenches for verifying the functionality and timing of designs.



S T R A T E G Y


VHDL is a complex language; it includes constructs not typically found in traditional
programming languages, such as signals, concurrency, and time.


However, not all of VHDL’s language features are useful for synthesizing digital
systems, and not all of its useful synthesis features need to be understood before
simple systems can be designed. Language constructs and their syntax and semantics
are introduced in this book as they are needed. We start with simple designs, then
increase design complexity as the language is mastered. The order of introduction of
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of the digital systems being designed.


A much wider range of VHDL language features is useful for writing testbenches.
Here, too, the approach is to first introduce only those features needed to write simple
testbenches. Later, more powerful features for creating more complex testbenches are
introduced.


Language concepts are introduced in an order that allows the reader to begin
producing synthesizable designs as soon as possible. This means that all aspects of a
single topic are not necessarily covered in a single chapter. For example, object types
(bit, std_logic, integer, physical, floating, and so on) are not all introduced in the same
chapter. Instead, they are introduced throughout a number of different chapters, as
they are needed to design or verify systems. Simple combinational designs can be
completed after reading the first few chapters.


A number of program examples are provided. These programs are written to be
compliant with various IEEE standards, such as IEEE standards 1076 and 1076.6,
that are applicable to VHDL programs and VHDL synthesis. Important aspects of
these standards are covered in this book. Use is also made of many subprograms from
IEEE standard packages. Their use makes programs more portable for processing by
CAE tools from various tool and device vendors.



A S S U M E D   B A C K G R O U N D   O F   R E A D E R


This book is written for students and practitioners alike. It can be used in a classroom
environment or for self-study. The reader is expected to have a basic knowledge of
digital logic and of a block-structured high-level programming language, such as C
or Pascal. No prior knowledge of VHDL or PLDs is assumed.



B O O K   O R G A N I Z A T I O N


This book consists of 16 chapters.


The first three chapters provide an overview of the VHDL/PLD design
methodology, the basic structure and coding styles of design descriptions and
testbenches, and the importance of signals in VHDL.


• Chapter 1, “Digital Design Using VHDL and PLDs,” describes the design flow 
of the VHDL/PLD design methodology and goes through each phase of the 
design of a simple combinational system.


• Chapter 2, “Entities, Architectures, and Coding Styles,” examines VHDL’s 
entity and architecture library units in detail and briefly introduces VHDL’s 
other library units. The concept of a design entity as the basic unit of a hardware 
design in VHDL is explained. VHDL’s primary coding styles, dataflow, 
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behavioral, and structural, are introduced and example descriptions of the same 
design are written in each style.


• In Chapter 3, “Signals and Data Types,” signals, a concept unique to hardware 
description languages, are discussed in detail. They are like wires in a hardware 
system. In a VHDL program, signals connect concurrent statements. Scalar and 
array (bus) signals are described. Signals, like other objects in VHDL, have a 
type. The type std_logic is introduced; it is commonly used for signals in 
design descriptions that are synthesized.


Chapters 4–7 focus primarily on the design and verification of combinational
systems.


• Chapter 4, “Dataflow Style Combinational Design,” introduces several forms 
of concurrent signal assignment statements and their use in dataflow style 
descriptions of combinational systems. A number of common combinational 
logic functions are described in dataflow style. “Don’t care” input and output 
conditions and their use in design descriptions are discussed. The description 
of three-state outputs in VHDL is also covered.


• Chapter 5, “Behavioral Style Combinational Design,” focuses on describing 
combinational systems using behavioral style VHDL descriptions. Behavioral 
style uses a process construct. Within a process construct is a sequence of 
sequential statements. Sequential statements are like the statements in conventional 
high-level programming languages. Sequential assignment, if, case, and loop 
statements are defined and used to describe combinational systems. Variables, 
which are declared and used in processes, are introduced in this chapter. When a 
process is synthesized, logic is generated that has a functional effect equivalent to 
the overall effect of the sequential execution of the statements in the process.
• Chapter 6, “Event-Driven Simulation,” describes the operation of an 


event-driven simulator. The VHDL Language Reference Manual (LRM) describes 
the semantics of VHDL in terms of how the language’s constructs should be 
executed by an event-driven simulator. Understanding how an event-driven 
simulator executes VHDL’s statements leads to a clearer understanding of the 
language’s semantics.


• Chapter 7, “Testbenches for Combinational Designs,” introduces single 
process and table lookup testbenches for functionally testing combinational 
designs. Assertion and report statements, which are used in testbenches to 
automatically check a design description’s simulated responses to input 
stimulus against the expected responses, are presented.


Chapters 8–11 focus primarily on the design of sequential systems.


• Chapter 8, “Latches and Flip-flops,” introduces various latches and flip-flops 
and their description in VHDL. Timing requirements and synchronous input 
data are considered.



(31)• In Chapter 9, “Multibit Latches, Registers, Counters, and Memory,” 
descriptions of multibit latches, shift registers, counters, and memory are 
covered. A microprocessor-compatible pulse width modulator (PWM) design 
is presented.


• In Chapter 10, “Finite State Machines,” descriptions of both Moore- and 
Mealy-type finite state machines (FSMs) are presented. The development of 
state diagrams to abstractly represent a FSM’s algorithm is discussed. Use of 
enumerated states in FSM descriptions as well as state encoding and state 
assignment are covered.


• Chapter 11, “ASM Charts and RTL Design,” discusses an alternative way to 
graphically represent a FSM using an algorithmic state machine (ASM) chart. 
An ASM chart is often used in register transfer level design, where a system is 
partitioned into a data path and control. The data path consists of design entities 
that perform the system’s tasks, and the control consists of a design entity that 
is the controlling FSM.


Chapters 12–14 introduce subprograms and packages. These language features
promote design modularity and reuse. Testbenches for sequential systems that make
use of subprograms and packages are discussed.


• In Chapter 12, “Subprograms,” use of subprograms, functions, and procedures 
allows code for frequently used operations or algorithms to appear at one place 
in a description but be invoked (used) from many different places in the 
description. This reduces the size and improves the modularity and readability 
of descriptions.


• In Chapter 13, “Packages,” subprograms are placed in packages so that they are 
available for use in different designs. Packages allow subprograms to be easily 
reused in later designs. A number of standard packages that provide prewritten 
subprograms, which can be used to speed up the development of a design, are 
discussed.


• In Chapter 14, “Testbenches for Sequential Systems,” because a sequential 
system’s outputs are a function of both its input values and the order in 
which they are applied, development of testbenches for sequential systems 
is more complex than for combinational systems. Several approaches for 
generating stimulus and verifying outputs for sequential systems are 
presented.


Chapter 15 focuses on the modular design of systems and the use of hierarchy to
manage complexity. Chapter 16 provides a few larger design examples that bring
together many of the concepts presented in the book.


• In Chapter 15, “Modular Design and Hierarchy,” partitioning and design 
hierarchy make the description of complex designs manageable. Structural 
VHDL descriptions allow a complex design to be described and verified as a 
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hierarchy of subsystems. The same hierarchical concepts are also applicable to 
testbench design.


• In Chapter 16, “More Design Examples,” three larger designs are discussed as 
is the parameterization of design entities to increase their reuse.



U S E   O F   T H I S   B O O K   I N   A   C E   O R   E E   C U R R I C U L U M


This book is suitable for use in a one- or two-semester course. At Stony Brook
University this book is used in a one-semester course for computer and electrical
engineering majors (ESE 382, Digital Design Using VHDL and PLDs). As
prerequisites students taking the course at Stony Brook must have previously
completed a traditional one-semester digital logic design course and a programming
course using a high-level language.


For the laboratory portion of the course students write design descriptions and
testbenches for designs and verify their designs using functional and timing simulations.
Each design is then programmed into a PLD and bench tested in a prototype.



U S E   F O R   S E L F - I N S T R U C T I O N


This book is also appropriate for self-study. To obtain maximum benefit, example
designs should be simulated and synthesized. Those end-of-chapter problems that
involve writing a VHDL design description and/or testbench should be completed
and the description functionally simulated. This requires the reader to have access to
a VHDL simulator. If a synthesizer is available the designs should also be
synthesized. To accomplish timing simulations for synthesized designs, a 
place-and-route tool is required.



A C T I V E - H D L   S T U D E N T   E D I T I O N


The designs in this text were created and simulated using Aldec’s Active-HDL design
and simulation environment. Synplicity’s Synplify synthesizer was used to synthesize
the designs. Various PLD vendors’ place-and-route tools were used to obtain timing
models for timing simulations and configuration files to program target PLDs.


Aldec has developed a student version of its simulator. Active-HDL Student Edition
retains much of the same functionality, menus, and icons as the Professional or Expert
Editions of this product but is limited in features and simulation capacity/performance.
Version 7.2 of Active-HDL Student Edition is included with this text. Readers without
access to the Professional or Expert versions of this simulator can use the Student
Edition to create and simulate their designs. This tool provides an excellent
environment for learning VHDL and verifying your designs.
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